# ТЕСТ ДИЗАЙН

Тест дизайн — один из первоначальных этапов тестирования программного обеспечения, этап планирования и проектирования тестов. Тест дизайн представляет собой продумывание и написание тестовых случаев (test case), в соответствии с требованиями проекта, критериями качества будущего продукта и финальными целями тестирования.

Тест дизайн

### **Цели тест дизайна**

1. Обеспечить покрытие функционала приложения тестами:
   1. Тесты должны покрывать весь функционал
   2. Тестов должно быть минимально достаточно

## **Тест дизайн задачи**

1. Проанализировать требования к продукту
2. Оценить риски возможные при использовании продукта
3. Написать достаточное минимальное количество тестов
4. Разграничить тесты на приемочные, критические, расширенные

Какие скиллы необходимо прокачивать тест дизайнеру для того чтобы разрабатывать тесты оптимальными, быстро и с минимальными ошибками. В большинстве небольших компаний разработка таких тестов доверяется непосредственно тестировщику, для этого нужно иметь знания и быть готовым к такой задаче.

### **Тест дизайн скиллы профессионала:**

1. Декомпозиция приложения — разбивание тестируемой системы на компоненты.
2. Навыки и способности поиска информации для приложения.
3. Расстановка приоритетов
4. Грамотная речь и верный вектор мыслительного процесса
5. Знание техник тест дизайна
6. Отточенное мастерство применения техник тест дизайна

## **Техники тест дизайна**

Техники тест дизайна это рекомендации, советы и правила по которым стоит разрабатывать тест для проведения тестирования приложения. Это не образцы тестов, а только рекомендации к применению. В частности различные инженеры могут работая под одним и тем же проектом создать различный набор тестов. Правильным будет считаться тот набор тестов, который за меньшее количество проверок обеспечит более полное покрытие тестами.

\* **Анализ Граничных Значений (Boundary Value Analysis — BVA)**. Если взять пример выше, в качестве значений для позитивного тестирования выберем минимальную и максимальную границы (1 и 10), и значения больше и меньше границ (0 и 11). Анализ Граничный значений может быть применен к полям, записям, файлам, или к любого рода сущностям имеющим ограничения.

## Техника анализа граничных значений

Это техника проверки поведения продукта на крайних (граничных) значениях входных данных. Граничное тестирование также может включать тесты, проверяющие поведение системы на входных данных, выходящих за допустимый диапазон значений. При этом система должна определённым (заранее оговоренным) способом обрабатывать такие ситуации. Например, с помощью исключительной ситуации или сообщения об ошибке.

!!!Граничные значения очень важны и их обязательно следует применять при написании тестов, т.к. именно в этом месте чаще всего и обнаруживаются ошибки.

Техника анализа граничных значений

На каждой границе диапазона следует проверить по три значения:

1. граничное значение;
2. значение перед границей;
3. значение после границы.

Цель этой техники — найти ошибки, связанные с граничными значениями.

Алгоритм использования техники граничных значений:

* выделить классы эквивалентности;

Как и в предыдущей технике, этот шаг является очень важным и от того, насколько правильным будет разбиение на классы эквивалентности, зависит эффективность тестов граничных значений.

* определить граничные значения этих классов;
* нужно понять, к какому классу будет относиться каждая граница;
* нужно провести тесты по проверке значения до границы, на границе и сразу после границы.

Количество тестов для проверки граничных значений будет равен количеству границ, умноженному на 3. Рекомендуется проверять значения вплотную к границе. К примеру, есть диапазон целых чисел, граница находится в числе 100. Таким образом, будем проводить тесты с числом 99 (до границы), 100 (сама граница), 101 (после границы).

**пример**

\* **Эквивалентное Разделение (Equivalence Partitioning — EP).** Как пример, у вас есть диапазон допустимых значений от 1 до 10, вы должны выбрать одно верное значение внутри интервала, скажем, 5, и одно неверное значение вне интервала — 0.

**Класс эквивалентности (equivalence class)** — одно или несколько значений ввода, к которым программное обеспечение применяет одинаковую логику.

## **Техника анализа классов эквивалентности**

это техника, при которой мы разделяем функционал (часто диапазон возможных вводимых значений) на группы эквивалентных по своему влиянию на систему значений. Такое разделение помогает убедиться в правильном функционировании целой системы — одного класса эквивалентности, проверив только один элемент этой группы. Эта техника заключается в разбиении всего набора тестов на классы эквивалентности с последующим сокращением числа тестов.

Техника анализа классов эквивалентности

Техника рекомендует проведение тестов для всех классов эквивалентности, хотя бы по одному тесту для каждого класса. Техника анализа классов эквивалентности стремится не только сокращать количество тестов, но и сохранять приемлемое тестовое покрытие.

Признаки эквивалентности тестов:

* направлены на поиск одной и той же ошибки;
* если один из тестов обнаруживает ошибку, другие скорее всего, тоже её обнаружат;
* если один из тестов не обнаруживает ошибку, другие, скорее всего, тоже её не обнаружат;
* тесты используют схожие наборы входных данных;
* для выполнения тестов мы совершаем одни и те же операции;
* тесты генерируют одинаковые выходные данные или приводят приложение в одно и то же состояние;
* все тесты приводят к срабатыванию одного и того же блока обработки ошибок;
* ни один из тестов не приводит к срабатыванию блока обработки ошибок.

### **Техника анализа классов эквивалентности алгоритм использования:**

* Определить классы эквивалентности.

Это главный шаг техники, т.к. во многом от него зависит эффективность её применения.

1. Выбрать одного представителя от каждого класса эквивалентности.

На этом этапе следует выбрать один тест из эквивалентного набора тестов.

1. Выполнение тестов.

На этом шаге следует выполнить тесты от каждого класса эквивалентности.

Если есть время, можно протестировать еще несколько представителей от каждого класса эквивалентности. Следует иметь ввиду, при правильном определение классов эквивалентности дополнительные тесты скорее всего будут избыточными и дадут такой же результат.

Техника анализа классов эквивалентности классический пример:

**Пример**

Есть поле ввода с диапазоном допустимых значений от 1 до 100.

Сами понимаете, что на 95 тестов на допустимые значения и на несметное количество тестов на недопустимые значения уйдет очень много времени. И здесь нам помогут классы эквивалентности.

Исходя из того, с одной стороны, все допустимые значения могут влиять на поле ввода одинаково, следовательно все числа от 1 до 100 можно смело считать эквивалентными. С другой стороны, все недопустимые значения должны одинаково влиять на поле ввода (в идеале не должно быть возможности ввода этих значений в поле). Таким образом, есть уже несколько классов эквивалентности:

1. допустимые значения (от 1 до 100);

недопустимые значения:

1. от — ∞ до 0;
2. от 101 до + ∞;
3. специальные символы (# @ + — / \_ : ; “ ‘ и т.д.);
4. буквы.

Используя классы эквивалентности можно протестировать поле ввода минимум из 5 тестов.

На практике классы эквивалентности обязательны при тестировании всевозможных форм и полей ввода.

**Плюсы и минусы техники анализа эквивалентных классов**

К плюсам можно отнести отсеивание огромного количества значений ввода, использование которых просто бессмысленно.

К минусам можно отнести неправильное использование техники, из-за которого есть риск упустить баги.

Подытожим — Техника анализа классов эквивалентности одна из нескольких часто применяемых техник при планировании и разработке тестов. Значительно сокращает количество тестов необходимых для проверки функционала и время, с другой стороны в не опытных руках может стать инструментом который не только не поможет найти дефекты, но и сложит ошибочное представление о покрытие приложения тестами.

\* **Попарное тестирование (Pairwise Testing)** — это техника формирования наборов тестовых данных. Сформулировать суть можно, например, вот так: формирование таких наборов данных, в которых каждое тестируемое значение каждого из проверяемых параметров хотя бы единожды сочетается с каждым тестируемым значением всех остальных проверяемых параметров.

Сформулировать суть попарного тестирования можно следующим образом: формирование таких наборов данных, в которых каждое тестируемое значение каждого из проверяемых параметров хотя бы единожды сочетается с каждым тестируемым значением всех остальных проверяемых параметров.

Главные цели Pairwise Testing:

* убрать избыточные проверки;
* обеспечить хорошее тестовое покрытие;
* выявить наибольшее количество багов на минимальном наборе тестов.

Рассмотрим более детально суть попарного тестирования на примерах.

**Пример 1**

Представим, что у нас есть параметры A, B и C принимающие значения Yes или No. Максимальное количество комбинаций значений этих параметров – 8. Но при использовании попарного тестирования достаточно четырех комбинаций, так как учитываются все возможные пары параметров (пара A и B, пара B и C, пара A и C):

![Попарное тестирование: таблица комбинаций](data:image/png;base64,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)

### **2. Инструменты**

Составление нужных комбинаций данных – задача часто не самая простая, но, к счастью, для ее решения [существует множество инструментов](http://www.pairwise.org/tools.asp), разного уровня качества.

В данном материале будет рассмотрен инструмент **PICT** (**Pairwise Independent Combinatorial Testing** – инструмент для попарного тестирования от Microsoft).

PICT позволяет генерировать компактный набор значений тестовых параметров, который представляет собой все тестовые сценарии для всестороннего комбинаторного покрытия параметров.

Рассмотрим работу с программой. Запускается PICT из командной строки.

### **3. Где и когда применяется Pairwise тестирование?**

Метод эффективен лишь на поздних этапах разработки, либо дополненный основными функциональными тестами. Например, если проводить конфигурационное тестирование, то прежде чем использовать попарное тестирование следует убедиться, что основной сценарий функционирует на всех операционных системах с параметрами по умолчанию (провести **Smoke testing** (**Дымовое тестирование**) или **Build Verification Test** (**Тестирование сборки**)). Это значительно облегчит локализацию будущих багов, ведь при попарном тестировании в одном тесте фигурирует множество параметров со значениями не по умолчанию, каждый из которых может стать причиной сбоя и его локализация в этом случае весьма затруднительна. А в случае провала тестирования сборки следует отказаться от использования метода попарного тестирования, так как многие тесты будут провальными, а исключение даже одного теста влечет за собой потерю, как правило, нескольких пар, и смысл использования метода теряется.

Поэтому метод следует использовать лишь на стабильном функционале, когда текущие тесты уже теряют свою эффективность.

[Источник](http://software-testing.ru/library/testing/test-analysis/1304-pairing)

Таким образом, Pairwise Testing – специальный метод оптимизации составления тест-кейсов.

Основная суть техники Pairwise Testing – не проверить все сочетания всех значений, но проверить все пары значений.

\* **Причина / Следствие (Cause/Effect — CE).** Это, как правило, ввод комбинаций условий (причин), для получения ответа от системы (Следствие). Например, вы проверяете возможность добавлять клиента, используя определенную экранную форму. Для этого вам необходимо будет ввести несколько полей, таких как «Имя», «Адрес», «Номер Телефона» а затем, нажать кнопку «Добавить» — это «Причина». После нажатия кнопки «Добавить», система добавляет клиента в базу данных и показывает его номер на экране — это «Следствие».

\* **Предугадывание ошибки (Error Guessing — EG).** Это когда тестировщик использует свои знания системы и способность к интерпретации спецификации на предмет того, чтобы «предугадать» при каких входных условиях система может выдать ошибку. Например, спецификация говорит: «пользователь должен ввести код». Тестировщик будет думать: «Что, если я не введу код?», «Что, если я введу неправильный код? », и так далее. Это и есть предугадывание ошибки.

\* **Исчерпывающее тестирование (Exhaustive Testing — ET)** — это крайний случай. В пределах этой техники вы должны проверить все возможные комбинации входных значений, и в принципе, это должно найти все проблемы. На практике применение этого метода не представляется возможным, из-за огромного количества входных значений.